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Abstract. Late binding allows flexible code reuse but complicates formal rea-
soning significantly, as a method call’s receiver class is not statically known.
This is especially true when programs are incrementally developed by extend-
ing class hierarchies. This talk presents a novel method to reason about late
bound method calls. In contrast to traditional behavioral subtyping, reverification
is avoided without restricting method overriding to fully behavior-preserving re-
definition. The approach ensures that when analyzing the methods of a class, it
suffices to consider that class and its superclasses. Thus, the full class hierarchy is
not needed, and incremental reasoning is supported. We formalize this approach
as a calculus which lazily imposes context-dependent subtyping constraints on
method definitions. The calculus ensures that all method specifications required
by late bound calls remain satisfied when new classes extend a class hierarchy.
The calculus does not depend on a specific program logic, but the examples use
a Hoare-style proof system. We show soundness of the analysis method.

1 Motivation

Late binding of method calls is a central feature in object-oriented languages and con-
tributes to flexible code reuse. A class may extend its superclasses with new methods,
possibly overriding the existing ones. This flexibility comes at a price: It significantly
complicates reasoning about method calls as the binding of a method call to code cannot
be statically determined; i.e., the binding at run-time depends on the actual class of the
called object. In addition, object-oriented programs are often designed under an open
world assumption: Class hierarchies are extended over time as subclasses are gradually
developed and added. In general, a class hierarchy may be extended with new subclasses
in the future, which will lead to new potential bindings for overridden methods.

To control this flexibility, existing reasoning and verification strategies impose re-
strictions on inheritance and redefinition. One strategy is to ignore openness and assume
a “closed world”; i.e., the proof rules assume that the complete inheritance tree is avail-
able at reasoning time (e.g., [9]). This severely restricts the applicability of the proof
strategy; for example, libraries are designed to be extended. Moreover, the closed world
assumption contradicts inheritance as an object-oriented design principle, which is in-
tended to support incremental development and analysis. If the reasoning relies on the
world being closed, extending the class hierarchy requires a costly reverification.
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An alternative strategy is to reflect in the verification system that the world is open,
but to constrain how methods may be redefined. The general idea is that to avoid rever-
ification, any redefinition of a method through overriding must preserve certain proper-
ties of the method being redefined. An important part of the properties to be preserved
is the method’s contract; i.e., the pre- and postconditions for its body. The contract can
be seen as a description of the promised behavior of all implementations of the method
as part of its interface description, the method’s commitment. Best known as behavioral
subtyping (e.g, [1,7,8,10]), this strategy achieves incremental reasoning by limiting the
possibilities for code reuse. Once a method has committed to a contract, this commit-
ment may not change in later redefinitions. That is overly restrictive and often violated
in practice [11]; e.g., it is not respected by the standard Java library definitions.

2 Contribution

In this work, we relax the property preservation restriction of behavioral subtyping,
while embracing the open world assumption of incremental program development. The
basic idea is as follows: given a method m declared with p and q as the method’s pre-
and postcondition, there is no need to restrict the behavior of methods overriding m
and require that these adhere to that specification. Instead it suffices to preserve the
“part” of p and q actually used to verify the program at the current stage. Specifically,
if m is used in the program in the form of a method call {r} e.m() {s}, the pre- and
postconditions r and s at that call-site constitute m’s required behavior and it is those
weaker conditions that need to be preserved to avoid reverification. Thus, we distinguish
declaration-site specifications, which need not be enforced on redefinitions, from call-
site requirements, which are in fact enforced on redefinitions. This distinction leads
to behavioral subtyping “by need”. We call the corresponding analysis strategy lazy
behavioral subtyping. This strategy may serve as a blueprint for integrating a flexible
system for program verification of late bound method calls into object-oriented program
development and analysis tools environments [2–4].

The presentation uses an object-oriented kernel language, based on Featherweight
Java [6], and Hoare-style proof outlines. We formalize lazy behavioral subtyping as a
syntax-driven inference system in which the analysis of a class is done in the context
of a proof environment constructed during the analysis. The proof environment keeps
track of the context-dependent requirements on method definitions, derived from late
bound calls. The strategy is incremental; for the analysis of a class C, only knowledge
of C and its superclasses is needed. Proofs derived in the context of superclasses are
never violated by later extensions to the class hierarchy. We show the soundness of
the proposed analysis strategy. The talk builds on previously published work by the
authors [5], but extends this work with methodological aspects and applications in the
context of multiple inheritance.
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