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Definition 7.30 The compositional semantics O[[P] of a program P is defined
as follows. For B = (L,T,s,t),

o O[[B]] gUleL{(G’c’,e;J—)Koad;e) € OI(B)}
U{(O',O",B,T)I(O',C",e) € OI(B)})
e O[P;P] ={(0,61,8,1)(5,061,8,1) € O[A]}
U{(0‘,62,9,’5)|30'1,91,92.(0',0'1,91,T) € O[P]
A(61,02,02,7) € O[P]] AO =6;-0,},
e O[P||P,] = {(0,0",0,7)|fori = 1,2, (0,5,,0P,1;) € O[P]
ANB = 9¢Chan(P1||P2)
ANT=Tom=TATLL=T)),
where
oy(x), if x € var(Py),
o'(x) = {G’z(x), if x € var(P,),
o(x), otherwise}. O

Note that, due to the condition 8 = 0/ Chan(P;||P;) in the definition of
O[P1]|P2]], © does not contain communications along channels not occurring
in Py||Ps.
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15 Definition 7.30 The compositional semantics O[[P]] of a program P is deﬁTeq“ (.{(
as follows. For B = (L, T,s,1),

U{(c,0’,8,T)|(c,0',8) € O,(B)},
e O[P;P,] ={(0,01,6,1)|(c,01,6,L1) € O[P,] }
U{(6362181T)|301381982'(0701:813T) € O[[Pl]]
A (01,0‘2,92,’5) € O[] N6 =06, -92},
e O[P||P;] = {(o,0,0,7)[fori=1,2, (0,0},00P;,T;) € O[P]
Al = 9J,Chan(P1]|P2)
At=Tami=TAn=1)),
where

o} (x), ifx € var(Py),
o' (x) {

e O[B] £ Uie1{(6,7,6,1)|(0,',6) € O1(B)}

o5 (x), if x € var(P,),
o(x), otherwise}. [J

Note that, due to the condition © = 0 Chan(P||P;) in the definition of
O[P1||P:], 6 does not contain communications along channels not occurring

in Py||P;. rrﬁ{/‘& ‘xa(js-"j“
HERE L defd by
(0,0 8,2) < (7'8,7)  Froament
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Recall that an A-C correctness formula has the form

(A4,C) : {0} P {v},

where A and C are trace predicates (defined below) and ¢ and y ordinary pred-

icates.

Definition 7.31 A trace predicate A is a predicate which involves no program
variables ¥ C Pvar; its satisfaction depends only on the communication se-
quence which is recorded in the value of / and on its logical variables. For a

trace predicate A we have that for all ¢ and ¢,

CEA & o EAiffo(x) = o/(x), forx € LvarU {h}.

Now validity of an A-C correctness formula (A,C) : {@}P{y} has the fol-

lowing intuitive meaning:

If @ holds in the initial state, including the communication history, in which P

starts its execution, then

(1) C holds initially, and C holds after every communication provided A

holds after all preceding communications, and

(i1) if P terminates and A holds after all previous communications (includ-
ing the last one) then \y holds in the final state, including the final

communication history.

Formally, validity of A-C formulae is defined as below.

Definition 7.32 (Validity)

= (4,0): {0} P {v} if

V(0,0',6,7) € OP].
Q=
(V&' <0.(c:h+=>o(h)-6') EA)= (0:h o(h)-0) = C) A

(t=TA(V0' 20.(c:h = o(h)-0') EA)) = (6" : hs o(h)-0) £ ).
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PROOF METHOD

Definition 7.33 (A-C-inductive assertion networks) Q is an A-C-inductive
assertion network w.r.t. A and C for B = (L,T,s,t?) if:

e FQs—C.

e In case of an internal transition 3> ' € T,a= b — f, we require

FEQIADANA— Qpof.

e In case of an output transition I 5 I' € T, a = b;Dle — f, we require, for
v =e¢(0),

= QIAAADL— (A= Qr)AC)o(fog),

where g(6) = (6: h— o(h) - (D,v)).

e In case of an input transition [ 5 I’ € T, with a = b;D?x — f, we require,
for an arbitrary value v € VAL,

FQQAAAD = ((A— Qr)AC)o(fog),

where g(0) = (0 : x,h — v,6(h) - (D,v)). =




L

Rule 7.11 (Basic diagram rule) For B = (L,T,s,?):

Q(A,C) - B
(A4,C): {Q} B{Q}

Example 7.35 (Even number generator) We demonstrate the application of
the method by verifying the first specification of Example 6.1, i.e., for the
program P of Figure 6.3 one has

= (true, #D = #A =#B > 1 — last(D) = last(A) + last(B)) :
{#D = #A = #B = 0} P { false}.

We have the following assertion network for P:

Q;=#D=#A=#B=0,

Qi =#D =#A=4#B,

Qi, £ #B=#D = (#A— 1) Alast(A) = x,

Qi £ #A =#B = (#D+ 1) Alast(A) = xAlast(B) = y, and
def

Q; = false.



Example 6.1 We continue the example from Figure 6.1 and propose an im-
plementation of P using distributed communication in Figure 6.3.

N

'{\. \

Fig. 6.3. Structure of adder P.

D!(x+y)
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Example 6.1 We continue the example from Figure 6.1 and propose an im-
plementation of P using distributed communication in Figure 6.3.
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Example 6.1 We continue the example from Figure 6.1 and propose an im-
plementation of P using distributed communication in Figure 6.3.
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Example 7.36 (Continuation of the previous example) The assumption that
the environment always provides odd numbers via channels A and B is for-
malised by

Ass; = (#A > 0 — odd(last(A))) A (#B > 0 — odd(last(B))).

Using this assumption and the following assertion network:

Q,E #D=#A=#B=0,

Qi = #D=#A=4#B,
Q= #B=#D=(#A—1)Alast(A) = xAodd(last(A)),
Qi = #A=#B= (#D+1)Alast(A) = xAlast(B) = yA

odd(last(A)) A odd(last(B)), and
Q; = false,

one can prove similarly, as above,
= (Assy,C) : {#D = #A = #B = 0} P{ false},

where C; = (#D = #A = #B > 1 — even(last(D))). Here we observe the use
of assumption Ass; for proving the verification conditions. Consider, e.g., the
transition (l»,B?y,l3). The associated verification condition is

= Qu, AAssy — ((Ass1 = Qi) ACh)og,

where g(6) = (6 : h— o(h) - (B,6(y))).

While we can conclude that y = last(B) holds as before, the claim of Q,
that odd(last(B)) holds, i.e., that y is an odd number, is not provable without
the information of assumption Ass; that also for this last communication via
channel B one can assume that odd(last(B)) holds. O

e -

[ R e
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Rule 7.17 (Parallel Composition)

(A1,C1) < {o1} P {wy1},
(A2,C2) : {02} P> {y2},
ANC) = A, ANCy — Ay

(A,CIAC) 1 {1 A @2} Pi||P> {1 A2}

provided

(i) var(A1,Ci,y1) Nvar(P;) =0, var(A2,Ca,w2) Nvar(P;) = 0, and
(ii) Chan(A1,C1,y1) NChan(P;) C Chan(Py),
Chan(A3,C2,y2) NChan(Py) C Chan(P;).

Consider the parallel composition P, ||P;, and assume we have assumption-
commitment pairs (Al,Cl) satisfied by P and (Ag,Cz) satisﬁed by P;. Which

W
e If A; contains assumptions about joint channels of P, and P, which connect

these two processes, these assumptlons should be ]g§;;ﬁed bX the commit-

ment Cy of Py.

e If A, contains assumptions about external channels of;} i.e., channels that
Y
are not connected with P;, these assum t1ons shou]d be u§t1ﬁed by the new

B —:iﬂ——“'
network assumption A for Pl .
5 Tt __hﬁﬂ;g g -

Imposing both these conditions leads to requiring validity of the following
verification condition:

ANC] = Az,

Validity of AAC, — A is argued similarly.

7.52



i 4.3

The soundness of a parallel composition rule with these implications de-
pends Beawly on the definition of validity of the formula (A;, C;) : {@; L m
for i = 1,2. Observe that {if 1n this deﬁmtlon ong.had chosen a simple implica;
tion between A; and C; to hold mstead of (A,,CI {(pj_{’,{:w'} then the above
Tule would have Ied to c1rcu1ar reasomng, since thenA1 —-Ci—2A—>Cr—=A
might have been implied. Because of this reason the rule would have be-
come unsound. To see this, choose A = true and A] = A, =C = =
false. Then in this changed interpretation, the above rule would have im-
plied (true, false){@} P {false}, which contradicts the intuitive meaning of
A-C formulae given earlier.

To avoid such problems, in defining the validity of (A;,C;) : {@i} Pi {wi},
we have required that if ¢; holds in the initial state then:

(i) C; holds initially, and
(ii) C; holds after every communication provided A; holds after all preced-
ing communications.

Hence, false cannot be used as the commitment in a valid A-C formula with
assumptlon true,i.e., the deﬁm:u.og_ of the validity of / ectness formulae, |
ates an i __ucmg gg ‘The associated inductive argument is p‘él“t" of
the soundness proof of the parallel composition rule, and no longer needs to be
given, when applying this rule.
" Consequently, the above rule plays the same r6le for the parallel composition ‘ ’

of synchronously communicating processes as Hoare’s loop rule (Rule 9.9 in
Chapter 9) plays for iterative constructs.
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x-"" Example 7.37 Since we want to use P as an even number generator, we have 7 %
to provide a program Q; that sends odd values via channels A and B as required
in the assumption Ass; in Example 7.36. This program sends odd numbers via

Qi :

x:=x+2

ONENO

channel A and can serve as part of the environment of P. We can give a local
proof of

 (true,#A > 1 — odd(last(A))) : {#A = 0} Q; {false}.

If we modify the program Q; of Figure 7.6 such that the output staternent A lx
is replaced by B!y, and call the resulting process Q,, then Q1]|Q> constitutes
an environment in which P will generate only even numbers.

Because

F (true,#B > 1 — odd(last(B))) : {#B = 0} O, {false},
by an application of the parallel composition rule we deduce that

- (true,((#A > 1 — odd(last(A))) A (#B > 1 — odd(last(B)))))
{#A = #B = 0} 01||Q; {false},

since |= true A (#A > 1 — odd(last(A))) — true and = true A (#B > 1 —
odd(last(B))) — true.

We see that the commitment of Q]|Q> is exactly the assumption Ass; of Ex-
ample 7.36, and since

= true A (#A > 1 — odd(last(A))) A (#B > 1 — odd(last(B)))) — Ass

and
F=true N\#D = #A = #B > 1 = even(last(D)) — true

hold, we can apply the parallel composition rule again to obtain (after some
simplifications using the consequence rule):

- (true,#D = #A = #B > 1 — even(last(D))) :
{#A=4#B = #D = 0} 01]|Qa||P {false}.

That is, with Q; and Q; as the input generating environment, P acts as an even
number generator, as desired. : O
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Rule 7.12 (Consequence rule)

(4,C) : {@} P {v}
A=A, ¢ =0,
CoC,y-ovy

A, C) {e'} P {v'}

Rule 7.13 (Prefix invariance) Let cset C CHAN be a set of channels,and t €
Lvar.

(4,C) : {o} P {y}
(A,CAt < hlcset) : {p At = hlcset} P {w At < hlcset}

Rule 7.14 (Assumption closure) Let cser satisfy Chan(A) C cset C CHAN
andt € Lvar.

(4,C) : {0} P {v}
(A,CAVt.(to 2t < hlcset = A{t/h})):
{@Ato=hlcset} P {wAVr.(tg <t < hicset = A{t/h})}

Here A{t/h} denotes substitution, i.e., A{t/h} = Ao f, with f : T 3, f(0)(x)
= o(x) for x # h, and f(o) (k) = o(t). Observe that this rule is consistent with
Definition 7.32 in that also A{#/h} is requxred to hold in the C and y parts of
its conclusion.




Rule 7.15 (Initialisation)
(4,C) : {@} P {v}
(A,C) : {@o f} P {y}

where f is a function such that its write variables constitute a set of (logical)
variables that do not occur in P, A, C, or y.

Rule 7.16 (Sequential composition)

(A,C) : {9} P {8}, A,C): {E} P {w}
(A4,C) : {o} Pi; P> {y}

N



Soundness of the basic diagram rule

Theorem 7.41
The basic diagram rule is sound.

Lemma 7.42 Given the above, we have fori =0,... ,n that:

(i) (VO 26;.(c:h+> o(h)-0) EA) = (6;: e o(h)-6) = Q.
(i) (VO < 6;.(c:hes o(h)-0') |=A) = (0;: h s o(h) - 6;) |= C, where
Qi = Qs, and Qy, = Q;.

Soundness of the sequential composition rule

Theorem 7.43
The sequential composition rule 7.16 is sound.

Soundness of the parallel composition rule

Theorem 7.44
The parallel composition rule 7.17 is sound.

““1
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75t



Theorem 7.45

= (4,C) - {0} P{y} =+ (4,C) : {9} P {v}.

The proof of this theorem proceeds by induction on the structure of program
P. First we discuss the structure of this proof.

Given program P and restrictions on the environment consisting of an as-
sumption A and a precondition ¢, we will construct the strongest postcondition
w.r.t. @, A and P, and the strongest commitment w.r.t. ¢, A and P, in order
to characterise precisely all reachable states of P which are consistent with
the environment specified by A and @, and all possible traces of P which are
consistent with that environment.

These two kinds of predicates will be used for constructing A-C-inductive
assertion networks for basic transition diagrams. For given precondition ¢,
assumption A and basic synchronous transition diagram B, they allow us to
generate the A-C-inductive assertion network Q (A,SC(¢,A,B)) w.r.t. assump-
tion A and strongest commitment SC(¢,A, B), by associating with each node /
of B the strongest postcondition SP;(¢,A, B). That this yields an A-C-inductive
assertion network will be established in Lemma 7.49 below, and allows one to

apply the basic diagram rule 7.11, after which some applications of the conse-
quence rule yield the desired result.

To establish completeness for composite systems P one proceeds induc-
tively. In this part we shall apply the usual notion of strongest postcondition
SP(¢,A, P) generalised to our setting.

The simple case is that of sequential composition: P = P;; P>.

Here the induction hypothesis will be used to prove:

(i) completeness w.r.t. @ and A for P;, and
(if) completeness w.r.t. SP(¢,A,P;) and A for P,

after which the sequential composition rule will be applied to establish
= (A,C) : {0} Pi; P, {SP(SP(9,A,P1),A, P)}.

Using that SP(SP(9,A,P;),A,P;) = SP(¢,A, P;; P;) holds as usual, the result
then follows from Lemma 7.53 (ii).
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The most interesting case is P = P;||Ps.
The problem here is that when

F (A,C) : {o} P1||P> {w}

holds, in general C cannot be equivalently expressed as C; A C,, and, similarly,
W cannot be written as y; A ya, where C;,y;,i = 1,2, satisfy the restrictions
imposed in the parallel composition rule.

As a result, the A-C formulae which can be proved directly using this rule
are too weak. In fact, a second rule, the prefix-invariance rule, is needed to
overcome some of these limitations. This can be seen as follows.

One restriction mentioned in the parallel composition rule is that

Chan(A;,C;, i) NChan(Pj) C Chan(PR,), i # j,i,j = 1,2,

i.e., A;, C; and y; do not involve channels of P; which are not connected to P;.
In general, this rule only allows us to deduce commitments of the form C; AC,
and postconditions of the form y; A y,. However, when C; and y; refer to a
channel D of P; which is not connected to P5, and C; and W5 to a channel E
of P, which is not connected to Pj, the relative order to the communications
over D and E prior to execution of Pj||P, cannot be expressed this way (this
order may have been referred to in @). It is here that the application of the
prefix-invariance axiom is crucial to establish completeness.

Another problem arises from the fact that, as remarked previously, valid-
ity of A-C formulae embodies an induction argument (this has been worked
out in [ZdBdR84]). This, together with the fact that = ANC; = A}, i # J,
i,j = 1,2, occurs in the premise of the parallel composition rule, suggests a

mutually recursive relationship between C; and A, whose explicit expression
would considerably complicate proofs. To get around this problem a purely
combinatorial trick is used, which is based on the assumption-closure rule,
and on Lemma 7.55, which captures this recursive dependency between C;
and A; as a property of the underlying data domain, which on the level of our
completeness proof can be incorporated using the consequence rule.

As a consequence, the case P = Pj || P, of our completeness proof has a rather
combinatorial flavour.

?.
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Definition 7.46 Forl # s,

SP,(9,A,B) = {c|300,0",6.(c0,0',0) € O)(B)

Ao = (0" :h~ op(h)-0)

AGo [EQAVE <8.(00:h og(h)-0') = A}
SP(¢,A,B) = {o| o = ¢}

Definition 7.47

SC(9,A,B) = {c| 31,60,0,0.(00,0",0) € O;(B) Ac(h) = Go(h) -0
NGy = @AVE' <0.(00 : h— op(h)-0') = A}

Note that SC(¢,A, B) is indeed a trace predicate.

O

O

2



Lemma 7.48
(i) = (A,SC(9,A,B)) : {0} B {SP(9,A,B)}.
(ii) = (A,C): {0} B{y} =

(@) = SP(9,A,B) = .
(b) E=SC(9,A,B) — C.

Lemma 7.49 SP : [ — SP/(¢,A,B) is an A-C-inductive assertion network
w.r.t. A and SC(¢,A,B) w.r.t. B.



After these preliminaries we start with our induction proof of Theorem 7.45
and consider the case that program B is a basic synchronous transition diagram
(L,T,s,t) such that

F(4,C) - {0} B{v}.

For predicates A and ¢ we construct SP; predicates which form by Lemma 7.49
an A-C-inductive assertion network for B w.r.t. A and SC(¢,A, B). Thus we can
apply the basic diagram rule 7.11 and derive

- (A,SC(9,A,B)) : {SP,(9,A,B)} B {SP(¢,A,B)}.

Since by Lemma 7.48 |= SP,(¢9,A,B) — y and |= SC(¢,A,B) — C hold, and
= @ = SPy(9,A,B) by definition of SP;, we derive by an application of the
consequence rule the desired result

={4,C) : {0} B {v}.

This establishes completeness in the sense of Theorem 7.45 for basic syn-
chronous transition diagrams.



Strongest postcondition and strongest commitment for composed programs
We adapt Definitions 7.46 and 7.47 to the semantics of Definition 7.30.

Definition 7.50

SP(9,A,P) = {c|3060,0",0.(00,0",6, T) € O[P]
NG = (0 :hw og(h)-0)
ANOo EQAYE <0.(0o:h—oo(h)-6)=A}. O

Remark 7.51 For a basic diagram B we have = SP,(¢,A,B) < SP(p,A,B).

Definition 7.52

SC(9,A,P) = {c|300,0",6,1.(00,0',6,7) € O[P]
AG(h) =oo(h)-0
NGy [FQAVE <6.(co:h—0o(h)-0)EA}. O
The strongest postcondition SP and strdngest commitment SC satisfy the
following properties:

Lemma 7.53
() |=(A,SC(9,A,P)): {0} P {SP(¢,A,P)}.
(i) F(A,C): {o} P {y} =
(@) = SP(9,A,P) = .
(b) = SC(9,A,P) > C.

Proof Similar to that of Lemma 7.48. O
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